**객체지향프로그래밍 LAB #13**

**<기초문제>\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

1. 아래의 프로그램을 작성하시오. (/\*구현\*/ 부분을 채울 것, 표의 상단: 소스코드, 하단: 실행결과)

|  |
| --- |
| #include<iostream>  #include<vector>  using namespace std;  template</\* 구현 \*/>  bool less\_than(/\* 구현 \*/) { return a < b; }  template<class T>  T sum(const vector<T>& v) { /\* 구현 \*/ }  int main() {  cout << less\_than(2, 3) << endl;  cout << less\_than(2.1, 2.9) << endl;  cout << less\_than(2, 2.5) << endl;  vector<int> v1{ 1, 2, 3, 4 };  vector<double> v2{ 10.1, 20.2, 30.3, 40.4 };  cout << sum(v1) << endl;  cout << sum(v2) << endl;  return 0;  } |
|  |
| #include<iostream>  #include<vector>  using namespace std;  template<typename A, typename B>  bool less\_than(A a, B b) { return a < b; }  template<class T>  T sum(const vector<T>& v) {  T sum = 0;  for (auto elem : v) sum += elem;  return sum;  }  int main() {  cout << less\_than(2, 3) << endl;  cout << less\_than(2.1, 2.9) << endl;  cout << less\_than(2, 2.5) << endl;  vector<int> v1{ 1, 2, 3, 4 };  vector<double> v2{ 10.1, 20.2, 30.3, 40.4 };  cout << sum(v1) << endl;  cout << sum(v2) << endl;  return 0;  } |
|  |

2. 아래의 프로그램을 작성하시오. (/\*구현\*/ 부분을 채울 것, 표의 상단: 소스코드, 하단: 실행결과)

|  |
| --- |
| #include<iostream>  using namespace std;  template<class T>  class Point {  private:  T x;  T y;  public:  Point(T \_x, T \_y);  void setXY(T \_x, T \_y);  T getX();  T getY();  void print();  };  template<class T>  Point<T>::Point(T \_x, T \_y) : x(\_x), y(\_y) {}  template<class T>  void Point<T>::setXY(T \_x, T \_y) {  x = \_x;  y = \_y;  }  // getX() 구현  // getY() 구현  // print() 구현  int main() {  Point<int> pt(1, 2);  Point<double> pt2(1.1, 2.2);  pt.print();  pt2.print();  } |
|  |
| #include<iostream>  using namespace std;  template<class T>  class Point {  private:  T x;  T y;  public:  Point(T \_x, T \_y);  void setXY(T \_x, T \_y);  T getX();  T getY();  void print();  };  template<class T>  Point<T>::Point(T \_x, T \_y) : x(\_x), y(\_y) {}  template<class T>  void Point<T>::Point<T>::setXY(T \_x, T \_y) {  x = \_x;  y = \_y;  }  // getX() 구현  template<class T>  T Point<T>::getX() { return x; }  // getY() 구현  template<class T>  T Point<T>::getY() { return y; }  // print() 구현  template<class T>  void Point<T>::print() {  cout << getX() << ", " << getY() << endl;  }  int main() {  Point<int> pt(1, 2);  Point<double> pt2(1.1, 2.2);  pt.print();  pt2.print();  } |
|  |

3. 아래의 프로그램을 작성하시오. (/\*구현\*/ 부분을 채울 것, 표의 상단: 소스코드, 하단: 실행결과)

|  |
| --- |
| #include <iostream>  #include <vector> // 빠른 search, 느린 pop/push  #include <list> // 느린 search, 빠른 pop/push  using namespace std;  int main() {  list<int> myList{ 1, 2, 3, 4 };  char command;  int inputVal;  bool finished = false;  while (!finished) {  //command를 입력받음  cout << "I)nput, P)rint, L)ength, E)mpty, Q)uit>>";  cin >> command;  //command에따라 기능 수행  switch (command) {  case 'I':  case 'i':  cin >> inputVal;  // push\_back 구현  break;  case 'P':  case 'p':  // simplified for로 list출력 구현  break;  case 'L':  case 'l':  cout << "Number of items: " << /\* 구현 \*/ << endl;  break;  case 'E':  case 'e':  /\* 구현 \*/  break;  case 'Q':  case 'q':  finished = true;  cout << "Exit the program" << endl;  break;  default:  cout << "Wrong command" << endl;  break;  }  }  return 0;  } |
|  |
| #include <iostream>  #include <vector> // 빠른 search, 느린 pop/push  #include <list> // 느린 search, 빠른 pop/push  #include<iomanip>  using namespace std;  int main() {  list<int> myList{ 1, 2, 3, 4 };  char command;  int inputVal;  bool finished = false;  while (!finished) {  //command를 입력받음  cout << "I)nput, P)rint, L)ength, E)mpty, Q)uit>>";  cin >> command;  //command에따라 기능 수행  switch (command) {  case 'I':  case 'i':  cin >> inputVal;  myList.push\_back(inputVal);  break;  case 'P':  case 'p':  // simplified for로 list출력 구현  for (auto elem : myList) {  cout << elem << "\t";  }  cout << endl;  break;  case 'L':  case 'l':  cout << "Number of items: " << myList.size() << endl;  break;  case 'E':  case 'e':  myList.clear();  break;  case 'Q':  case 'q':  finished = true;  cout << "Exit the program" << endl;  break;  default:  cout << "Wrong command" << endl;  break;  }  }  } |
|  |

4. 아래의 프로그램을 작성하시오. (/\*구현\*/ 부분을 채울 것, 표의 상단: 소스코드, 하단: 실행결과)

|  |
| --- |
| #include <iostream>  #include <vector>  using namespace std;  int main() {  int ary[] = { 1, 2, 3, 4 };  int\* pBegin, \*pEnd;  pBegin = ary;  pEnd = ary + 4;  for (/\* 구현 \*/)  cout << \*pIter << "\t";  cout << endl;  //auto, begin(), end()  vector<int> v{ 10, 20, 30, 40 };  auto iter\_begin = begin(v);  auto iter\_end = end(v);  for (/\* 구현 \*/)  cout << \*iter << "\t";  cout << endl;  return 0;  } |
|  |
| #include <iostream>  #include <vector>  using namespace std;  int main() {  int ary[] = { 1, 2, 3, 4 };  int\* pBegin, \* pEnd;  pBegin = ary;  pEnd = ary + 4;  for (auto pIter = pBegin; pIter < pEnd; pIter++)  cout << \*pIter << "\t";  cout << endl;  //auto, begin(), end()  vector<int> v{ 10, 20, 30, 40 };  auto iter\_begin = begin(v);  auto iter\_end = end(v);  for (auto iter = iter\_begin; iter<iter\_end; iter++)  cout << \*iter << "\t";  cout << endl;  return 0;  } |
|  |

5. 아래의 프로그램을 작성하시오. (/\*구현\*/ 부분을 채울 것, 표의 상단: 소스코드, 하단: 실행결과)

|  |
| --- |
| #include <iostream>  #include <vector> // 빠른 search, 느린 pop/push  #include <list> // 느린 search, 빠른 pop/push  using namespace std;  template</\* 구현 \*/>  void print(const Iter& iter\_begin, const Iter& iter\_end) {  for (/\* 구현 \*/)  cout << \*iter << "\t";  cout << endl;  }  template</\* 구현 \*/>  void print\_reverse(const Iter& iter\_begin, const Iter& iter\_end) {  Iter iter = iter\_end;  /\* 구현 \*/  cout << endl;  }  int main() {  vector<int> v{ 1, 2, 3, 4 };  list<double> l{ 1.1, 2.2, 3.3 };  int ary[] = { 100, 200, 300, 400 };  print(begin(v), end(v));  print(begin(l), end(l));  print(begin(ary), end(ary));  print\_reverse(begin(v), end(v));  print\_reverse(begin(l), end(l));  print\_reverse(begin(ary), end(ary));  return 0;  } |
|  |
| #include <iostream>  #include <vector> // 빠른 search, 느린 pop/push  #include <list> // 느린 search, 빠른 pop/push  using namespace std;  template<class Iter>  void print(const Iter& iter\_begin, const Iter& iter\_end) {  for (auto iter = iter\_begin; iter != iter\_end; iter++)  cout << \*iter << "\t";  cout << endl;  }  template<class Iter>  void print\_reverse(const Iter& iter\_begin, const Iter& iter\_end) {  Iter iter = iter\_end;  while (iter != iter\_begin )  {  iter--;  cout << \*iter << "\t";  }  cout << endl;  }  int main() {  vector<int> v{ 1, 2, 3, 4 };  list<double> l{ 1.1, 2.2, 3.3 };  int ary[] = { 100, 200, 300, 400 };  print(begin(v), end(v));  print(begin(l), end(l));  print(begin(ary), end(ary));  print\_reverse(begin(v), end(v));  print\_reverse(begin(l), end(l));  print\_reverse(begin(ary), end(ary));  return 0;  } |
|  |

**<응용문제>\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

1. 아래 코드를 기반으로 다양한 type(int, double, float)을 사용하여 추가, 삭제, 출력 기능을 하는 List class를 구현하고 이를 사용하는 프로그램을 작성하라. 이 때, list를 오름차순으로 정렬하여라.

|  |
| --- |
| 조건 1. 오름차순으로 정렬을 하기 위해서는 중복된 데이터가 list 안에 있으면 안된다.  조건 2. list에 데이터를 추가하는 순간 정렬이 되어 있어야한다.  나와있는 조건 말고 다른 경우는 예외처리 하지 않아도 됨  Example)  입력 순서 à 3 – 4 – 5 – 1 – 2 list 안 데이터 순서 à 1 – 2 – 3 – 4 - 5 |

|  |
| --- |
| int command()  {  int num;  cout << "\n\t---- menu ----" << endl;  cout << "\t1. 리스트 추가" << endl;  cout << "\t2. 리스트 삭제" << endl;  cout << "\t3. 리스트 출력" << endl;  cout << "\t4. 프로그램 종료" << endl;  cout << "\n\t입력 --> ";  cin >> num;  return num;  }  int main()  {  CList<type> list; // type형으로 list 선언  type input; // list에 입력 할 데이터  int com; // 선택한 기능  while (1)  { com = command(); // 기능을 선택  switch (com)  {  case 1: // 추가  cout << "\n추가할 데이터 : ";  cin >> input;  list.Add(input);  break;  case 2: // 삭제  cout << "\n삭제할 데이터 : ";  cin >> input;  list.Delete(input);  break;  case 3: // 출력  list.Print();  break;  case 4: // 프로그램 종료  cout << "\n\t프로그램을 종료합니다\n";  return 0;  break;  default:  break;  }  } return 0;} |

**[참조 1]**

template <typename T>

class CList

{

public:

CList();

~CList();

bool IsEmpty(); // list가 비어 있으면 1, 아니면 0

bool IsFull(); // list가 꽉 차 있으면 1, 아니면 0

void Add(T data); // list에 데이터 추가

void Delete(T data); // list에 데이터 삭제

void Print(); // list에 데이터 출력

private:

T m\_Array[5]; // 데이터를 저장할 공간

int m\_Length; // list에 있는 데이터 수

};

1 – 출력화면 :

<기본 화면>

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHEAAABgCAYAAAAq9J3uAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAU7SURBVHhe7ZprbuQ4DISz+zuHytFzsx3UYAsgCEqiKMpu0/oAwd0SxVfZbo8z/3x/f//3dXg0//5/PDyYI2IBjogFOCIW4IhYgCNiAY6IBXiUiL+/v38HP0u4JuflnJ6X6O9P43FX4s/Pz9+m8wj4nUOK0pqvROiNjdWMVpMi8y1gz33WkUTnW2BdQz+ayPwqj3rtxmZbR41cJ3of0d+fRpkHG4ggx5so+XRqXZmVKSEirjwIxzG6ErX90zl/iipAydvp21i6Ej23rh6tWxl9evyPbEa3y9n8tT9rf0ZdM4RFZKKZyQBZoKfYkU12w6LM1jVD+Hb6CY25EjS+N+7k0b+JaB5OplETZbP18II4HMSau4NbRVxpKmzZPBx7e2Wz9ZiFcTFm8t3J7Q82vf3WOhtn7bPWVnMkrbi9fIjOgXtARm6PE3EW2TCLjCaO0HVk1CUpL2IGyMODlatVQ3ZdW34TvUU/BTRcD2tec9VJuOVK9CbfExv7tZ+evYR7Zu1n6NXIuL31SMwWSyLuJrvYTFZye5WIBx9hEXnLACtnpAX9ec7YkU0rBpnN3Yqn56yYWKed5WOF0IMNk+CwkvYgfXDswIrDsQPpe2cc8ujXblcjryQN5qIn8yohEXefWV56TZWwwdaIYMXE3F19Wb4SUUw0edlMDi+wZVyrqRI22BpeZDyAz958Yee1jbAkoi4sApspRw82RNvh+65mteoc5Upg57WNsPR0uprYyEdWjB67msvcZQ3WXAYhEbOSGPnJLnYF5NJD58ncZQ3WXAZbnk5HBT8RNL01NFIkHHf3I3wlamQx3jOtVxyL1349cM+sfRQrT+u7Pmbx0a/dsovdhTfPV4p48LH0dEqiZ5X0IaE/zxk7smnFICu5t/ZaMaWtp64ZUp5OM5OSvjx+RzZZucFPD08O0kdGTuS8O3WCpnPwO4/8TCCWHMSyzSDlNxGJZiUnfY38cr1nh7Ue3rylH7mH83rO8tvyscqSiFYBM8iiJPTXagbQay3bng8vrTw1nrxBRk6SW6/ESLGYA9Y+ay2a24ieX+ahoX12To8TcZZWQ4nXf5afHdz6dDraF/V7NVaemOuRWdcWEb3NH9l5/VwBcukxk2d2XeHbqSxKJ+RNstcY7Nd+evYS7pm17+GtyUOmL5Dym7iL7GJXGJ0QM3m+SsSDj2URV8+q2TN8p722xZqsT34esTNPzZKIDOwtbDczTQY9e65Jm1n/BPtAZC8Yxf2Yd6csFMjPV4K4HBJrzgv2QQCMqI8RS0+nTCx6hkmkn57PUSNmctFxrLjevDTM0/IHWvMtenEf+VcMFNQan4LOR4rXypNr1ugREnHmjBwBXyyw9flKGHcltvQhfVlzGYRup0iAIsrPVzAqfiaXq3PvsVJXWETNXc1YEcLau9JMTctXy0crn1HMLf9O9ATOIhqrta/nbyZWxI8174l5q4iw80Bfu+1BL3dvXWDGTyRPybKI1Rg11CsiaPma8eHhiFiA87/dCnBELMARsQBHxAIcEQtwRCzAEbEAR8QCHBELcEQswBGxAEfEAoRfgOs39PpPK6M/tfTsD3OERLSaLudGonAdR3JEjHPJ7RRiyUEg3E7xZKzKXPabSMGkcFrUbBDnDUJe9psov2tG66sw150x7uSSv+xrwQmb6hXR8oN9rXmNN87TWLoSWw35tGZR5IoCgstEZCNb7Grwp51QO0j7TdTMNG5Xo98gIPiI2+lbmr2L0lfiWwiLePgczgvwAhwRC3BELMARsQBHxAIcEQtwRHw8X19/AChJHWwGXPDDAAAAAElFTkSuQmCC)

<추가>

![](data:image/png;base64,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)

<추가 할 때 list가 차 있을 때>
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<중복 된 데이터가 있을 시>
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<삭제>

![](data:image/png;base64,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)1

<삭제 할 때 list가 비어 있을 때>
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<출력>

![](data:image/png;base64,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)

<종료>

![](data:image/png;base64,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)

|  |
| --- |
| #include <iostream>  using namespace std;  template <typename T>  class CList  {  public:  CList() {m\_Length = 0; }  ~CList() {}  bool IsEmpty() {  if (m\_Length == 0) return 1;  else return 0;  } // list가 비어 있으면 1, 아니면 0  bool IsFull() {  if (m\_Length == 5) return 1;  else return 0;  } // list가 꽉 차 있으면 1, 아니면 0  void swap(T& a, T& b) {  T temp = a;  a = b;  b = temp;  }  void sort() {  for (int i = 0; i < m\_Length; i++) {  for (int j = 0; j < (m\_Length - 1); j++) {  if (m\_Array[j] > m\_Array[j + 1]) swap(m\_Array[j], m\_Array[j + 1]);  }  }  }  void Add(T data) {  if (!IsFull()) {  for (int i = 0; i < m\_Length; i++) {  if (data == m\_Array[i]) {  cout << " 중복된 데이터가 존재합니다." << endl;  return;  }  }  m\_Array[m\_Length] = data;  m\_Length++;  sort();  }  else cout << "\tList is full." << endl;  }// list에 데이터 추가  void Delete(T data) {  if (!IsEmpty()) {  for (int i = 0; i < m\_Length; i++) {  if (m\_Array[i] == data)  {  for (int j = i; j < m\_Length; j++) m\_Array[j] = m\_Array[j + 1];  }  }  m\_Length--;  }  else cout << "\tList is empty." << endl;  }// list에 데이터 삭제  void Print()  {  cout << "\t※ Current List" << endl;  for (int i = 0; i < m\_Length; i++) cout << "\t" << m\_Array[i];  cout << endl;  }// list에 데이터 출력  private:  T m\_Array[5]; // 데이터를 저장할 공간  int m\_Length; // list에 있는 데이터 수  };  int command()  {  int num;  cout << "\n\t---- menu ----" << endl;  cout << "\t1. 리스트 추가" << endl;  cout << "\t2. 리스트 삭제" << endl;  cout << "\t3. 리스트 출력" << endl;  cout << "\t4. 프로그램 종료" << endl;  cout << "\n\t입력 --> ";  cin >> num;  return num;  }  int main()  {  CList<int> list; // type형으로 list 선언  int input; // list에 입력 할 데이터  int com; // 선택한 기능  while (1)  {  com = command(); // 기능을 선택  switch (com)  {  case 1: // 추가  cout << "\n추가할 데이터 : ";  cin >> input;  list.Add(input);  break;  case 2: // 삭제  cout << "\n삭제할 데이터 : ";  cin >> input;  list.Delete(input);  break;  case 3: // 출력  list.Print();  break;  case 4: // 프로그램 종료  cout << "\n\t프로그램을 종료합니다\n";  return 0;  break;  default:  break;  }  } return 0;  } |
|  |

2. 아래의 조건을 만족하는 프로그램을 작성하라.

|  |
| --- |
| 1. 크기가 10인 vector1과 vector2를 만든다.  2 .vector1의 범위는 0~10이고 vector2의 범위는 0~20이며 난수로 채워진다.  3. vector1에 있는 어떠한 수와 vector2의 있는 어떠한 수를 곱 했을 때 가장 큰 경우(곱의 최댓값)과 최솟값을 찾는다.  4. 이 때 vector의 데이터에 접근하기 위해서 iterator만을 사용한다. |

2 – 출력화면 :

![](data:image/png;base64,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)

|  |
| --- |
| #include <iostream>  #include <vector>  using namespace std;  void print(vector<int> v1) {  for (auto elem : v1) {  cout << elem << " ";  }  cout << endl;  }  int main() {  vector<int> v1(10);  vector<int> v2(10);  for (auto iter1 = begin(v1); iter1 < end(v1); iter1++) {  \*iter1 = rand() % 11;  }  for (auto iter2 = begin(v2); iter2 < end(v2); iter2++) {  \*iter2 = rand() % 21;  }  auto a = begin(v1);  auto A = end(v1);  auto b = begin(v2);  auto B = end(v2);    int max = 0;  for (auto iter1 = a; iter1 < A; iter1++) {  for (auto iter2 = b; iter2 < B; iter2++) {  int cont = \*iter1 \* \*iter2;  if (max < cont) max = cont;  }  }    int min = 100000;  for (auto iter1 = a; iter1 < A; iter1++) {  for (auto iter2 = b; iter2 < B; iter2++) {  int cont = \*iter1 \* \*iter2;  if (min > cont) min = cont;  }  }  cout << "<vector 1>" << endl;  print(v1);  cout << "<vector 2>" << endl;  print(v2);  cout << "\n최댓값 = " << max<< endl;  cout << "최솟값 = " << min;    return 0;  } |
|  |

3. 람다 함수를 활용하여 회문을 판별하는 프로그램을 작성하세요.

|  |
| --- |
| 1) 단어를 뒤집어도 똑같은 단어를 회문이라고 정의합니다.(ex. level)  2) 람다 함수를 활용하여 회문을 판별하는 프로LEL그램을 작성하세요.  3) ‘Q’ 혹은 ‘q’ 입력 시 반복을 종료합니다. |
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|  |
| --- |
| #include <iostream>  #include <string>  using namespace std;  int main() {  while (1) {  string str, rev = "";  cout << "문자열 하나를 입력해주세요 : ";  cin >> str;  string temp = str;  if (str == "Q" || str == "q") exit(NULL);    [&str](string& rev) {  int length = str.length();  for (int i = 0; i < length ; i++) {  rev += str[str.length() - 1];  str.pop\_back();  }  }(rev);  cout << "입력하신 문자열의 역순 : "<< rev << endl;  [&]()  {  if (temp == rev) cout << "이 문자는 회문입니다." << endl << endl;  else cout << "이 문자는 회문이 아닙니다." << endl << endl;  }();  }  } |
|  |

4. 홀수 숫자 n을 하나 입력받고, n\*n 크기의 마방진을 출력하는 프로그래밍을 작성하세요.

|  |
| --- |
| 1) 마방진이란, n\*n 행렬에서 가로, 세로, 대각선 방향의 숫자를 더하면 모두 같은 값이 나오는 배열입니다.  - 예시  EMB00002c180357  2) 마방진을 만드는 원리는 1에서부터(보통 1은 첫 번째 줄 가운데에 두고 시작합니다.) 오른쪽 위 대각선 방향으로 숫자를 하나씩 늘려가는 방식을 사용합니다.  EMB00002c180358 |

4 - 출력예시
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|  |
| --- |
| #include <iostream>  #include <vector>  using namespace std;  void print(vector<vector<int>>v, int size) {  for (int i = 0; i < size; i++) {  for (int j = 0; j < size; j++) {  cout << v[i][j] << "\t";  }  cout << endl;  }  }  int main() {  int size;  cout << "홀수 숫자를 하나 입력해 주세요 : ";  cin >> size;  vector<vector<int>> ms(size, vector<int>(size));  int row = 0;  int col = size / 2;  ms[row][col] = 1;  for (int i = 0; i < size \* size-1; i++) {  int temp = col;  if (row == 0) row = size - 1;  else if (row > 0) row--;  if (col == size-1) col = 0;  else if (col < size-1) col++;  if (ms[row][col] == 0) {  ms[row][col] = i + 2;  }  else {  col = temp;  if (row == size - 2) row = 0;  else if (row == size - 1) row = 1;  else row += 2;  ms[row][col] = i + 2;  }  }  print(ms, size);  return 0;  } |
|  |

**5. 다양한 Type을 사용하는 Queue Class를 구현하세요**

|  |
| --- |
| 변수(private) :  T \* p\_list; // 정수형 변수들을 가지는 배열  int size; //현재 저장된 변수들의 개수  int MAX\_SIZE; // 최대로 저장할 수 있는 p\_list의 크기  함수(public);  Queue(int \_MAX\_SIZE = 1000)  //생성자: p\_list의 크기를 MAX\_SIZE만큼 동적 할당.  ~Queue()  // 소멸자: p\_list의 동적 할당을 해제  int find\_index(T \_item)  // p\_list에서 \_item과 동일한 값이 있는지 검색 후 발견시 index를 반환한다 만약 발견하지 못하면 -1을 반환한다  void Enqueue(T \_item)  // 입력item을 p\_list의 끝에 저장한다. 만약 \_item과 동일한 값이 p\_list에 존재할 경우 p\_list에 \_입력 item을 추가하지 않는다. (힌트: find\_index 함수를 사용해서 중복된 값이 p\_list에 있는지 조사후 없는 경우에 입력 item을 p\_list에 추가). size가 MAX\_SIZE보다 크면 item을 추가하지 않는다.("Error: out of memory"출력)  T Dequeue()  // p\_list에 있는 첫번째 item을 제거한다음 그 아이템을 return한다 (힌트:size 값을 줄이면 p\_list의 아이템을 제거한 것과 동일한 효과) size가 0일 때는 item을 제거하지 않는다. ( "Error: No item exists in the list"출력)  void print() const  // Queue 객체의 item들을 출력한다  int get\_size()  //Queue 객체의 크기를 출력한다  T get\_item(int \_index)  // p\_list의 해당 index에 있는 item 값을 리턴한다. |

<시작코드-변경금지>

|  |
| --- |
| int main()  {  Queue<int> int\_queue;  Queue<float> float\_queue;  Queue<char> char\_queue;  int\_queue.Enqueue(1);  int\_queue.Enqueue(2);  int\_queue.Enqueue(2);  int\_queue.Enqueue(5);  float\_queue.Enqueue(4.3);  float\_queue.Enqueue(2.5);  float\_queue.Enqueue(3.7);  float\_queue.Enqueue(3.7);  char\_queue.Enqueue('b');  char\_queue.Enqueue('b');  char\_queue.Enqueue('c');  char\_queue.Enqueue('a');  cout << "<Before Dequeue>" << endl;  int\_queue.print();  float\_queue.print();  char\_queue.print();  int\_queue.Dequeue();  float\_queue.Dequeue();  float\_queue.Dequeue();  char\_queue.Dequeue();  char\_queue.Dequeue();  char\_queue.Dequeue();  char\_queue.Dequeue();  cout << "<After Dequeue>" << endl;  int\_queue.print();  float\_queue.print();  char\_queue.print();  return 0;  } |

5 - 출력예시
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|  |
| --- |
| #include <iostream>  #include <vector>  using namespace std;  template<class T>  class Queue{  private :  T \* p\_list; // 정수형 변수들을 가지는 배열  int size = 0; //현재 저장된 변수들의 개수  int MAX\_SIZE; // 최대로 저장할 수 있는 p\_list의 크기  public:  Queue(int \_MAX\_SIZE = 1000): MAX\_SIZE(\_MAX\_SIZE) { p\_list = new T[MAX\_SIZE]; }  //생성자: p\_list의 크기를 MAX\_SIZE만큼 동적 할당.  ~Queue() { delete[] p\_list; }  // 소멸자: p\_list의 동적 할당을 해제  int find\_index(T \_item) {// p\_list에서 \_item과 동일한 값이 있는지 검색 후 발견시 index를 반환한다 만약 발견하지 못하면 -1을 반환한다  for (int i = 0; i < size; i++)  {  if (p\_list[i] == \_item) {  return i;  }    }  return -1;  }  void Enqueue(T \_item) {  // 입력item을 p\_list의 끝에 저장한다.만약 \_item과 동일한 값이 p\_list에 존재할 경우 p\_list에 \_입력 item을 추가하지 않는다. (힌트: find\_index 함수를 사용해서 중복된 값이 p\_list에 있는지 조사후 없는 경우에 입력 item을 p\_list에 추가).size가 MAX\_SIZE보다 크면 item을 추가하지 않는다.("Error: out of memory"출력)    if (size <= MAX\_SIZE) {  if (find\_index(\_item) == -1)  {  p\_list[size] = \_item;  size++;  }  }  else cout << "Error: out of memory" << endl;  }  T Dequeue()  // p\_list에 있는 첫번째 item을 제거한다음 그 아이템을 return한다 (힌트:size 값을 줄이면 p\_list의 아이템을 제거한 것과 동일한 효과) size가 0일 때는 item을 제거하지 않는다. ( "Error: No item exists in the list"출력)  {  if (size > 0) {  T pop = p\_list[0];  for (int i = 0; i < size; i++) {  p\_list[i] = p\_list[i + 1];    }  size--;  return pop;  }  else cout << "Error: No item exists in the list" << endl;    }  void print() const  // Queue 객체의 item들을 출력한다  {  cout << "Items in the list : ";  for (int i = 0; i < size; i++)  cout << p\_list[i]<< ", ";  cout << endl;  }  int get\_size() {  return size;  }  //Queue 객체의 크기를 출력한다  T get\_item(int \_index) {  return p\_list[\_index];  }  // p\_list의 해당 index에 있는 item 값을 리턴한다.  };  int main()  {  Queue<int> int\_queue;  Queue<float> float\_queue;  Queue<char> char\_queue;  int\_queue.Enqueue(1);  int\_queue.Enqueue(2);  int\_queue.Enqueue(2);  int\_queue.Enqueue(5);  float\_queue.Enqueue(4.3);  float\_queue.Enqueue(2.5);  float\_queue.Enqueue(3.7);  float\_queue.Enqueue(3.7);  char\_queue.Enqueue('b');  char\_queue.Enqueue('b');  char\_queue.Enqueue('c');  char\_queue.Enqueue('a');  cout << "<Before Dequeue>" << endl;  int\_queue.print();  float\_queue.print();  char\_queue.print();  int\_queue.Dequeue();  float\_queue.Dequeue();  float\_queue.Dequeue();  char\_queue.Dequeue();  char\_queue.Dequeue();  char\_queue.Dequeue();  char\_queue.Dequeue();  cout << "<After Dequeue>" << endl;  int\_queue.print();  float\_queue.print();  char\_queue.print();  return 0;  } |
|  |

(optional)

**※ Optional 문제는 성적 산출에 반영되지 않습니다.**

# 기반 지식

템플릿 프로그래밍의 장점으로는 서로 다른 자료형이더라도 동일하게 처리를 해줄 수 있다는 점이 있다. 템플릿으로 함수/개체를 정의해주면 컴파일러가 알아서 이를 해당 타입에 맞는 함수/클래스로 변환해서 컴파일해주기 때문이다. (즉, 사용하는 타입 T의 개수가 많아질수록 컴파일할 양이 많아지고 컴파일 시간이 늘어난다. 그렇기 때문에 사용할 타입의 개수가 3개 이상이 아니라면 그냥 두 개의 클래스/함수를 만드는게 낫다)

템플릿은 기본적으로 남용해서는 안된다. 그래서 주로 사용되는 분야가 바로 컨테이너들이다. 대표적인 컨테이너들로는 벡터, 리스트, 스택, 큐 등이 있다.

# 문제

## 문제 개요

쿠팡(Khupang) 개발팀의 프로젝트 리드가 앞으로 C++ STL에서 기본 제공하는 컨테이너들 대신, 자신들만의 컨테이너들을 사용하겠다고 선언했다. 이에 당신에게 할당받은 업무는 바로 “벡터”와 “배열”이다. 벡터는 이미 IntVector를 만들었던 경험이 있으니 그대로 템플릿으로 옮기기만 하면 되지만, 배열은 직접 구현을 해줘야한다. 배열은 말 그대로 “배열”이니 벡터의 기능을 그대로 옮기되 “고정된 크기”의 배열이라는 근본은 바뀌어서는 안된다.

## 문제 설명

## \*khupang 네임스페이스 설정

앞으로 쿠팡에서 사용할 모든 클래스/함수들은 khupang 네임스페이스를 사용한다

\*TVector 구현

계산기 회사에서 구현했던 IntVector의 명세를 그대로 사용하되 메타프로그래밍이 가능하게 템플릿으로 변경해주어야한다.

당연하겠지만 메모리 누수가 나서는 안된다.

다음은 TVector에 추가할 멤버 함수들이다:

A = {1, 2, 3}, B = {2, 3, 4}

1. 덧셈연산자 (두 개의 벡터를 중복 여부 무관하게 좌피연산자 - 우피연산자 순서대로 더해준다)
   1. A + B == {1, 2, 3, 2, 3, 4}
2. 뺄셈연산자 (좌피연산자 벡터의 원소들 중 우피연산자의 원소들을 전부 빼준다)
   1. A - B == {1}
3. 덧셈/뺄셈복합할당연산자
   1. A += B ---> A == {1, 2, 3, 2, 3, 4}
   2. A -= B ---> A == {1}
4. 관계연산자 (벡터의 첫번째 원소부터 마지막 원소까지 값을 비교함)
   1. A < B ---> A의 1이 B의 2보다 작으므로 true
   2. A < {1, 2, 3, 4} ---> 3번째 원소까지는 둘이 같지만 우피연산자가 벡터의 크기가 더 크므로 true
   3. A <= {1, 2, 3} ---> true
5. 동등연산자 (벡터의 모든 원소가 순서대로 같은지를 판별함)
   1. A == B ---> false
   2. A == {3, 2, 1} ---> false
   3. A == {1, 2, 3} ---> true
6. TArray를 매개변수로 받는 생성자, 할당연산자
7. Default Constructor를 유저가 사용 가능하게 처리하고, 해당 생성자 불러올 시 크기가 8인 벡터를 생성한다.

TArray 구현

배열은 고정된 크기를 가지므로 동적 메모리 할당이 없어서야한다.

기본적인 멤버함수들은 TVector의 것을 그대로 따라서 사용한다.

다만 배열의 특성을 반영하여 고쳐야한다.

예) 가득찬 배열에 PushBack을 하더라도 배열의 크기가 변경되어서는 안된다

다음은 TVector의 멤버함수 중 TArray에서 구현하지 않아도 되는 함수들 목록이다:

1. Reserve
2. Resize

TVector에서 TArray를 매개변수로 받는 생성자, 할당연산자의 경우 반대로 TVector를 매개변수로 받는 생성자를 작성하되, 현재 TArray의 크기를 벗어나는 원소들은 무시하도록 한다.

예)

TArray\* pIntArray = new TArray<int, 3>(); // \*pIntArray == { ??, ??, ?? }  
pIntArray->PushBack(1); // \*pIntArray == { 1, ??, ?? }  
pIntArray->PushBack(2); // \*pIntArray == { 1, 2, ?? }  
pIntArray->PushBack(3); // \*pIntArray == { 1, 2, 3 }  
// pIntArray->PushBack(4); 컴파일 오류  
TVector\* pIntVector = new TVector<int>(\*pTArray); // \*pIntVector == { 1, 2, 3 }  
  
TArray\* pIntArray2 = new TArray<int, 2>(\*pIntVector); // \*pIntArray2 == { 1, 2 }

## 문제 규칙

* typename을 쓰든 class를 쓰든 큰 차이는 없으나, 본 문제에서는 typename으로 통일하도록 한다
  + [참고 링크](https://stackoverflow.com/questions/213121/use-class-or-typename-for-template-parameters)
* 입출력, string, cassert를 제외한 그 어떠한 STL 라이브러리도 불허한다.
* 나머지 규칙은 9주차 문제를 참고

## 예제 코드

#include <cassert>  
#include <iostream>  
  
#include "TArray.h"  
#include "TVector.h"  
  
int main()  
{  
TVector\* pIntVector1 = new TVector<int>(); // { ??, ??, ??, ??, ??, ??, ??, ?? }  
assert(pIntVector1->GetSize() == 0);  
assert(pIntVector1->GetCapacity() == 8);  
pIntVector1.PushBack(3); // {3}  
pIntVector1.PushBack(5); // {3, 5}  
  
TVector\* pIntVector2 = new TVector<int>(pIntVector1); // {3, 5}  
  
\*pIntVector2 += \*pIntVector1; // {3, 5, 3, 5}  
assert(pIntVector2->GetSize() == 4);  
assert(pIntVector2->GetCapacity() == 8);  
  
TArray\* pIntArray1 = new TArray<int, 4>(\*pIntVector1); // {3, 5, ??, ??}  
\*pIntArray1 += \*pIntArray1; // {3, 5, 3, 5}  
  
pIntArray1->clear();  
assert(pIntArray1->GetSize() == 0);  
assert(pIntArray1->GetCapacity() == 4);  
  
delete pIntVector1;  
delete pIntVector2;  
delete pIntArray1;  
  
return 0;  
}